
   
 

   
 

Controlling APx500 Using Python 

When writing a script to control the APx500 software, the APx500 API must be referenced so that API 

commands can successfully compile at run-time. Because the API libraries are packaged into .NET 

assemblies (dll files) that can only be executed in a .NET runtime environment, the standard Python 

language cannot be used. Support for .NET libraries must be added using a custom version of the 

language (IronPython) or an add-on package (Pythonnet). 

While Both IronPython and Pythonnet are workable solutions, Pythonnet may be preferred in situations 

where using standard Python or a newer version of Python is required. As of December 2020, 

IronPython is still based on Python 2.7, whereas Pythonnet supports multiple versions, up to version 3.8. 

Note that although Python is a cross-platform language, API control of APx500 is only available on 

operating systems supported by the APx500 application. A list of supported operating systems can be 

found on our website at the link below. 

AP Software Windows Version Compatibility 

To get started controlling APx500 using Python and Pythonnet, follow the steps below. 

Step 1: Install Python 

Before installing Python, the list of versions supported by Pythonnet should be referred to using the 

Pythonnet GitHub repository available at: 

Pythonnet GitHub Repository 

Scroll down and look for a section indicating the list of supported Python versions. As of December 2020, 

the list of supported versions (as shown in the image below) are 2.7, 3.5, 3.6, 3.7, and 3.8. 

 

Once compatibility has been confirmed, download and install the relevant version of Python from: 

www.Python.org 

 

 

 

 

https://www.ap.com/technical-library/ap-software-windows-version-compatibility/
https://github.com/pythonnet/pythonnet
http://www.python.org/


   
 

   
 

Step 2: Add Python to the Windows Path 

Once Python has been installed, the Windows Path must be modified to allow Python commands to be 

executed from the Windows command prompt. To do so (in Windows 10): 

1. Use the Windows taskbar to search “Edit the system environment variables”. Press enter to Open the 

System Properties dialog. 

  

 

2. Click the “Environment Variables…” button. 

 
 

  



   
 

   
 

3. Under “System Variables”, find “Path” and click Edit…”. 

 

 

4. To find the Python installation directory that will be added to the Path: using the Windows taskbar, 

search for “Python”. Right-click the version of Python you intend to use and select “Open file location”. 

 
 

  



   
 

   
 

5. Select the shortcut to Python and click the “Open location” button on the “Manage Shortcut Tools” tab 

of the Windows file explorer. 

 
 

6. Copy the full file path from the Explorer address bar. 

7. Go back to the “Edit environment variable” dialog and click “New”. 

8. Paste the copied Python path into the new path entry. 

 

 



   
 

   
 

9. Click “New” again, paste the copied path and append “\Scripts\” to the end. 

10. Click OK to confirm changes in both the “Edit environment variable” and “Environment Variables” 

windows. 

To confirm that Python was successfully added to the path, open a Windows Command Prompt and type 

“python --version” (two dashes). The Command Prompt should print out the version of Python added to the 

Windows path (e.g., Python 3.7.4). 

Step 3: Install Pythonnet using a package manager 

Once python has been installed and added to the Windows path, the Pythonnet package can be installed using 

pip, a package manager for Python. Pip is automatically installed with newer versions of Python. 

To install Pythonnet using pip: 

1. Open a Windows Command Prompt. 

2. Type “pip install pythonnet”. 

 

And that’s it! You are now ready to write code to control APx500 using Python and Pythonnet. 

Tips on API usage 

When calling a method that takes an argument of type Enum, the integer value of the enum should be used. 

For example, the following method: 

APx.BenchMode.Generator.Levels.SetValue(ch as OutputChannelIndex, level as Double) 

…should be called using the value “1” as the first argument to set the generator level on OutputChannelIndex 

Ch2: 

APx.BenchMode.Generator.Levels.SetValue(1, 1.0) 

The index values associated with an Enum can be looked up using the Enums tab of the API Browser (see 

image below). 

 

When calling a method that takes a Double as an argument, the argument should be specified using a decimal 

separator so that the number is not interpreted as an integer. See second argument in “SetValue” example, 

above. 

  



   
 

   
 

Example Script 

Below is an example Python script written to control APx500 version 6.0 using Python (3.7.4) and Pythonnet 

(2.5.1). This example demonstrates how to reference the Audio Precision API, initiate the APx500 software and 

set it to visible, load a project file, run a sequence, and get data acquired in the sequence. The project file and 

source code used in this example can be found in a .zip file on our website. For more Python code examples, 

please check the Audio Precision website at www.ap.com or contact the Technical Support Department at 

techsupport@ap.com. 

import sys, clr  
 
clr.AddReference("System.Drawing")      
clr.AddReference("System.Windows.Forms") 
 
# Add a reference to the APx API   
clr.AddReference(r"C:\Program Files\Audio Precision\APx500 
6.0\API\AudioPrecision.API2.dll")   
clr.AddReference(r"C:\Program Files\Audio Precision\APx500 
6.0\API\AudioPrecision.API.dll")  
 
from AudioPrecision.API import * 
from System.Drawing import Point 
from System.Windows.Forms import Application, Button, Form, Label 
from System.IO import Directory, Path 
 
class Container(Form): 
 
    def __init__(self): # Create a form with a label and four buttons 
        self.Text = 'APx Python Example' 
        self.Height = 220 
        self.Width = 200 
         
        self.label = Label() 
        self.label.Text = "Python APx Control" 
        self.label.Location = Point(20, 20) 
        self.label.Height = 20 
        self.label.Width = 200 
 
        self.count = 0 
 
        bLoad = Button() 
        bLoad.Text = "Load APx Software" 
        bLoad.Location = Point(20, 50) 
        bLoad.Width = 150 
        bLoad.Click += self.APxLoad 
 
        bProj = Button() 
        bProj.Text = "Open Sample Project" 
        bProj.Location = Point(20, 80) 
        bProj.Width = 150 
        bProj.Click += self.APxProject 
 
        bMeas = Button() 
        bMeas.Text = "Run Sequence..." 
        bMeas.Location = Point(20, 110) 
        bMeas.Width = 150 
        bMeas.Click += self.APxMeasurement 

http://www.ap.com/
mailto:techsupport@ap.com


   
 

   
 

 
        bData = Button() 
        bData.Text = "Get Data" 
        bData.Location = Point(20, 140) 
        bData.Width = 150 
        bData.Click += self.APxGetData 
 
        self.Controls.Add(self.label) 
        self.Controls.Add(bLoad) 
        self.Controls.Add(bProj) 
        self.Controls.Add(bMeas)  
        self.Controls.Add(bData)  
 
    def APxLoad(self, sender, args): # Initialize the software and set it to Visible 
        APx = APx500_Application() 
        APx.Visible = 1 
     
    def APxProject(self, sender, args): # Load the example project file 
        filename = "SampleProject.approjx" 
        directory = Directory.GetCurrentDirectory() 
        fullpath = Path.Combine(directory, filename) 
        APx = APx500_Application() 
        APx.OpenProject(fullpath) 
     
    def APxMeasurement(self, sender, args): # Run the Frequency Response measurement 
        APx = APx500_Application() 
        APx.Sequence.Run() 
       
    def APxGetData(self, sender, args): # Get results acquired in the last sequence run 
        APx = APx500_Application() 
 
        # Get Frequency Response RMS Level XY values by result name (string) 
        xvalues = APx.Sequence[0]["Frequency Response"].SequenceResults["RMS 
Level"].GetXValues(InputChannelIndex.Ch1, VerticalAxis.Left, SourceDataType.Measured, 1) 
        yvalues = APx.Sequence[0]["Frequency Response"].SequenceResults["RMS 
Level"].GetYValues(InputChannelIndex.Ch1, VerticalAxis.Left, SourceDataType.Measured, 1) 
 
         # Get Frequency Response Gain XY values by result type 
        xvalues = APx.Sequence[0]["Frequency 
Response"].SequenceResults[MeasurementResultType.GainVsFrequency].GetXValues(InputChannel
Index.Ch1, VerticalAxis.Left, SourceDataType.Measured, 1) 
        yvalues = APx.Sequence[0]["Frequency 
Response"].SequenceResults[MeasurementResultType.GainVsFrequency].GetYValues(InputChannel
Index.Ch1, VerticalAxis.Left, SourceDataType.Measured, 1) 
 
form = Container() 
Application.Run(form) 


